# Lecture 4. Модели

## Создание моделей и миграции базы данных

Модели в Django описывают структуру используемых данных. Используемые в программе данные хранятся в базах данных, и с помощью моделей как раз осуществляется взаимодействие с базой данных.

По умолчанию Django в качестве базы данных использует SQLite. Она очень проста в использовании и не требует запущенного сервера. Все файлы базы данных могут легко переноситься с одного компьютера на другой. Однако при необходимости мы можем использовать в Django большинство распространенных СУБД.

Для работы с базами данных в проекте Django в файле settings.py определен параметр DATABASES, который по умолчанию выглядит следующим образом:

|  |
| --- |
| DATABASES = {  **'default'**: {  **'ENGINE'**: **'django.db.backends.sqlite3'**,  **'NAME'**: BASE\_DIR / **'db.sqlite3'**,  } } |

Конфигурация используемой базы данных в данном случае складывается из двух параметров. Параметр ENGINE указывает на используемый движок для доступа к БД. В данном случае это встроенный пакет django.db.backends.sqlite3. Второй параметр - NAME указывает на путь к базе данных. После первого запуска проекта в нем по умолчанию будет создан файл db.sqlite3, который собственно и будет использоваться в качестве базы данных.

Чтобы использовать другие системы управления базами данных, необходимо будет установить соответствующий пакет.

|  |  |  |
| --- | --- | --- |
| СУБД | Пакет | Команда установки |
| PostgreSQL | psycopg2 | pip install psycopg2 |
| MySQL | mysql-python | pip install mysql-python |
| Oracle | cx\_Oracle | pip install cx\_Oracle |

**Создание моделей**

При создании приложения по умолчанию в его каталог добавляется файл models.py, который применяется для определения моделей. Модель представляет класс, унаследованный от django.db.models.Model.

Так, изменим файл models.py следующим образом:

|  |
| --- |
| **from** django.db **import** models   **class** Person(models.Model):  name = models.CharField(max\_length=20)  age = models.IntegerField() |

Здесь определена простейшая модель, которая называется Person и которая представляет человека. В модели определены два поля. Поле name представляет тип CharField - текстовое поле, которое хранит последовательность символов. Оно будет хранить имя человека. Для CharField обязательно надо указать параметр max\_length, который задает максимальную длину хранящейся строки. И поле age представляет тип IntegerField - числовое поле, которое хранит целые числа. Оно предназначено для хранения возраста человека.

Каждая модель сопоставляется с определенной таблицей в базе данных. Однако пока у нас нет в бд таблицы, которая хранит объекты модели Person. И в этом случае нам надо создать и выполнить миграцию. Миграция преобразует базу данных в соответствии с определением моделей.

Вначале необходимо создать миграцию с помощью команды

|  |
| --- |
| python manage.py makemigrations |

После этого в приложении в папке migrations мы обнаружим новый файл, который будет иметь примерно следующее содержимое:

|  |
| --- |
| *# Generated by Django 4.0.4 on 2022-04-23 11:22* **from** django.db **import** migrations, models   **class** Migration(migrations.Migration):   initial = **True** dependencies = [  ]   operations = [  migrations.CreateModel(  name=**'Person'**,  fields=[  (**'id'**, models.BigAutoField(auto\_created=**True**, primary\_key=**True**, serialize=**False**, verbose\_name=**'ID'**)),  (**'name'**, models.CharField(max\_length=20)),  (**'age'**, models.IntegerField()),  ],  ),  ] |

Это и есть миграция. Здесь можно заметить, что создается не два, а три поля - поле id, которое будет представлять первичный ключ, добавляется по умолчанию. Поэтому в принципе в самой модели нам не нужно явным образом определять какой-либо идентификатор.

Теперь надо выполнить данную миграцию. Для этого выполняется команда

|  |
| --- |
| python manage.py migrate |

После этого, если мы откроем базу данных db.sqlite3, которая есть в проекте, в какой-нибудь специальной программе для просмотра БД SQLite, пример DB Browser for SQLite (<https://sqlitebrowser.org/dl/> ), то мы увидим, что она содержит ряд таблиц:
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В основном это будут служебные таблицы. А нас прежде всего будет интересовать таблица, которая называется по имени приложения и модели. В моем случае это таблица AppWithdatabase\_person, которая и будет хранить данные модели Person.

## Типы полей моделей

Для определения моделей мы можем использовать следующие типы полей:

* BinaryField(): хранит бинарные данные
* BooleanField(): хранит значение True или False (0 или 1)
* NullBooleanField(): хранит значение True или False или Null
* DateField(): хранит дату
* TimeField(): хранит время
* DateTimeField(): хранит дату и время
* DurationField(): хранит период времени

* AutoField(): хранит целочисленное значение, которое автоматически инкрементируется, обычно применяется для первичных ключей
* BigIntegerField(): представляет число - значение типа Number, которое укладывается в диапазон от -9223372036854775808 до 9223372036854775807. В зависимости от выбранной СУБД диапазон может немного отличаться
* DecimalField(decimal\_places=X, max\_digits=Y): представляет значение типа Number, которое имеет максимум X разрядов и Y знаков после запятой
* FloatField(): хранит, значение типа Number, которое представляет число с плавающей точкой
* IntegerField(): хранит значение типа Number, которое представляет целочисленное значение
* PositiveIntegerField(): хранит значение типа Number, которое представляет положительное целочисленное значение (от 0 до 2147483647)
* PositiveSmallIntegerField(): хранит значение типа Number, которое представляет небольшое положительное целочисленное значение (от 0 до 32767)
* SmallIntegerField(): хранит значение типа Number, которое представляет небольшое целочисленное значение (от -32768 до 32767)
* CharField(max\_length=N): хранит строку длиной не более N символов
* TextField(): хранит строку неопределенной длины
* EmailField(): хранит строку, которая представляет email-адрес. Значение автоматически валидируется встроенным валидатором EmailValidator
* FileField(): хранит строку, которая представляет имя файла
* FilePathField(): хранит строку, которая представляет путь к файлу длиной в 100 символов
* ImageField(): хранит строку, которая представляет данные об изображении
* GenericIPAddressField(): хранит строку, которая представляет IP-адрес в формате IP4v или IP6v
* SlugField(): хранит строку, которая может содержать только буквы в нижнем регитре, цифры, дефис и знак подчеркивания
* URLField(): хранит строку, которая представляет валидный URL-адрес
* UUIDField(): хранит строку, которая представляет universally unique identifier (UUID)-идетификатор
* Таблица сопоставления полей с типами в различных СУБД:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Тип | SQLite | MySQL | PostgreSQL | Oracle |
| BinaryField() | BLOB NOT NULL | longblob NOT NULL | bytea NOT NULL | BLOB NULL |
| BooleanField() | bool NOT NULL | bool NOT NULL | boolean NOT NULL | NUMBER(1) NOT NULL CHECK("Значение" IN(0,1)) |
| NullBooleanField() | bool NULL | bool NULL | boolean NULL | NUMBER(1) NOT NULL CHECK(("Значение" IN(0,1)) OR ("Значение" IS NULL)) |
| DateField() | date NULL | date NULL | date NULL | DATE NOT NULL |
| TimeField() | time NULL | time NULL | time NULL | TIMESTAMP NOT NULL |
| DateTimeField() | datetime NULL | datetime NULL | timestamp NULL | TIMESTAMP NOT NULL |
| DurationField() | bigint NOT NULL | bigint NOT NULL | interval NOT NULL | INTERVAL DAY(9) TO SECOND(6) NOT NULL |
| AutoField() | integer NOT NULL AUTOINCREMENT | integer AUTO\_INCREMENT NOT NULL | serial NOT NULL | NUMBER(11) NOT NULL |
| BigIntegerField | bigint NOT NULL | bigint NOT NULL | bigint NOT NULL | NUMBER(19) NOT NULL |
| DecimalField(decimal\_places=X, max\_digits=Y) | decimal NOT NULL | numeric(X, Y) NOT NULL | numeric(X, Y) NOT NULL | NUMBER(10, 3) NOT NULL |
| FloatField | real NOT NULL | double precision NOT NULL | double precision NOT NULL | DOUBLE PRECISION NOT NULL |
| IntegerField | integer NOT NULL | integer NOT NULL | integer NOT NULL | NUMBER(11) NOT NULL |
| PositiveIntegerField | integer unsigned NOT NULL | integer UNSIGNED NOT NULL | integer NOT NULL CHECK ("Значение" > 0) | NUMBER NOT NULL CHECK ("Значение" > 0) |
| PositiveSmallIntegerField | smallint unsigned NOT NULL | smallint UNSIGNED NOT NULL | smallint NOT NULL CHECK ("Значение" > 0) | NUMBER(11) NOT NULL CHECK ("Значение" > 0) |
| SmallIntegerField | smallint NOT NULL | smallint NOT NULL | smallint NOT NULL | NUMBER(11) NOT NULL |
| CharField(max\_length=N) | varchar(N) NOT NULL | varchar(N) NOT NULL | varchar(N) NOT NULL | NVARCHAR2(N) NULL |
| TextField() | text NOT NULL | longtext NOT NULL | text NOT NULL | NCLOB NULL |
| EmailField() | varchar(254) NOT NULL | varchar(254) NOT NULL | varchar(254) NOT NULL | NVARCHAR2(254) NULL |
| FileField() | varchar(100) NOT NULL | varchar(100) NOT NULL | varchar(100) NOT NULL | NVARCHAR2(100) NULL |
| FilePathField() | varchar(100) NOT NULL | varchar(100) NOT NULL | varchar(100) NOT NULL | NVARCHAR2(100) NULL |
| ImageField() | varchar(100) NOT NULL | varchar(100) NOT NULL | varchar(100) NOT NULL | NVARCHAR2(100) NULL |
| GenericIPAddressField() | char(39) NOT NULL | char(39) NOT NULL | inet NOT NULL | VARCHAR2(39) NULL |
| SlugField() | varchar(50) NOT NULL | varchar(50) NOT NULL | varchar(50) NOT NULL | NVARCHAR2(50) NULL |
| URLField() | varchar(200) NOT NULL | varchar(200) NOT NULL | varchar(200) NOT NULL | NVARCHAR2(200) NULL |
| UUIDField() | char(32) NOT NULL | char(32) NOT NULL | uuid NOT NULL | VARCHAR2(32) NULL |

## CRUD. Операции с моделями

При создании моделей они наследуют поведение от класса django.db.models.Model, который предоставляет ряд базовых операций с данными.

Рассмотрим ряд операций на примере модели Person:

|  |
| --- |
| from django.db import models    class Person(models.Model):      name = models.CharField(max\_length=20)      age = models.IntegerField() |

**Добавление данных**

**create**

Для добавления данных применяется метод create():

|  |
| --- |
| tom = Person.objects.create(name="Tom", age=23) |

Если добавление пройдет успешно, то объект будет иметь id, который можно получить через tom.id.

**save**

Однако в своей сути метод create() использует другой метод - save(), который мы также можем использовать отдельно для добавления объекта:

|  |
| --- |
| tom = Person(name="Tom", age=23)  tom.save() |

После успешного добавления также можно получить идентификатор добавленной записи с помощью tom.id.

**Получение из бд**

**Получение одного объекта**

Метод get() возвращает один объект по определенному условию, которое передается в качестве параметра:

|  |
| --- |
| tom = Person.objects.get(name="Tom")    # получаем запись, где name="Tom"  bob = Person.objects.get(age=23)        # получаем запись, где age=23  tim = Person.objects.get(name="Tim", age=23)    # запись, где name="Tim" и age=23 |

При использовании этого метода надо учитывать, что он предназначен для выборки таких объектов, которые имеются в единичном числе в базе данных. Если в таблице не окажется подобного объекта, то мы получим ошибку имя\_модели.DoesNotExist. Если же в таблице будет несколько объектов, которые соответствуют условию, то будет сгенерированно исключение MultipleObjectsReturned. Поэтому следует применять данный метод с осторожностью.

Метод get\_or\_create() возвращает объект, а если его нет в бд, то добавляет в бд новый объект.

|  |
| --- |
| bob, created = Person.objects.get\_or\_create(name="Bob", age=24)  print(bob.name)  print(bob.age) |

Метод возвращает добавленный объект (в данном случае переменная bob) и булевое значение (created), которое хранит True, если добавление прошло успешно.

**all()**

Если необходимо получить все имеющиеся объекты, то применяется метод all():

|  |
| --- |
| people = Person.objects.all() |

**filter()**

Если надо получить все объекты, которые соответствуют определенному критерию, то применяется метод filter(), который в качестве параметра принимает критерий выборки:

|  |
| --- |
| people = Person.objects.filter(age=23)  # использование нескольких криетриев  people2 = Person.objects.filter(name="Tom", age=23) |

**exclude()**

Метод exclude() позволяют исключить из выборки записи, которые соответвуют переданному в качестве параметра критерию:

|  |
| --- |
| # исключаем пользователей, у которых age=23  people = Person.objects.exclude(age=23) |

Можно комбинировать два выше рассмотренных метода:

|  |
| --- |
| # выбираем всех пользователей, у которых name="Tom" кроме тех, у которых age=23  people = Person.objects.filter(name="Tom").exclude(age=23) |

**in\_bulk()**

Метод in\_bulk() является более эффективным способом для чтения большого количества записей. Он возвращает словарь, то есть объект dict, тогда как методы all(), filter() и exclude() возвращают объект QuerySet:

|  |
| --- |
| # получаем все объекты  people = Person.objects.in\_bulk()  for id in people:      print(people[id].name)      print(people[id].age)    # получаем объекты с id=1 и id=3  people2 = Person.objects.in\_bulk([1,3])  for id in people2:      print(people2[id].name)      print(people2[id].age) |

Метод in\_bulk возвращает словарь, где ключи представляют id объектов, а значения по этим ключам - собственно эти объекты, то есть в данном случае объекты Person.

**Обновление**

**save()**

Для обновления объекта также применяется метод save():

|  |
| --- |
| bob = Person.objects.get(id=2)  bob.name = "Bob"  bob.save() |

В этом случае Django полностью обновляет объект, все его свойства, даже если мы их не изменяли. Чтобы указать, что нам надо обновить только определенные поля, следует использовать параметр update\_fields:

|  |
| --- |
| bob = Person.objects.get(id=2)  bob.name = "Bobic"  bob.save(update\_fields=["name"]) |

Это позволит повысить производительность.

**update()**

Другой способ обновления объектов представляет метод update() в сочетании с методом filter, которые вместе выполняют один запрос к базе данных:

|  |
| --- |
| Person.objects.filter(id=2).update(name="Mike") |

Если нам не надо получать обновляемый объект, то данный способ позволит нам увеличить производительность взаимодействия с бд.

Иногда бывает необходимо изменить значение столбца в бд на основании уже имеющегося значения. В этом случае мы можем использовать функцию F():

|  |
| --- |
| from django.db.models import F    Person.objects.all(id=2).update(age = F("age") + 1) |

В данном случае полю age присваивается уже имеющееся значение, увеличенное на единицу.

При этом важно учитывать, что метод update обновляет все записи в таблице, которые соответствуют условию.

Если надо обновить вообще все записи, вне зависимости от условия, то необходимо комбинировать метод update с методом all():

|  |
| --- |
| from django.db.models import F    Person.objects.all().update(name="Mike")  Person.objects.all().update(age = F("age") + 1) |

**update\_or\_create()**

Метод update\_or\_create обновляет запись, а если ее нет, то добавляет ее в таблицу:

|  |
| --- |
| values\_for\_update={"name":"Bob", "age": 31}  bob, created = Person.objects.update\_or\_create(id=2, defaults = values\_for\_update) |

Метод update\_or\_create() принимает два параметра. Первый параметр представляет критерий выборки объектов, которые будут обновляться. Второй параметр представляет объект со значениями, которые будут переданы записям, которые соответствуют китерию из первого параметра. Если критерию не соответствует никаких записей, то в таблицу добавляется новый объект, а переменная created будет равна True.

**Удаление**

Для удаления мы можем вызвать метод delete() у удаляемого объекта:

|  |
| --- |
| person = Person.objects.get(id=2)  person.delete() |

Если не требуется получение отдельного объекта из базы данных, тогда можно удалить объект с помощью комбинации методов filter() и delete():

|  |
| --- |
| Person.objects.filter(id=4).delete() |

**Просмотр строки запроса**

С помощью свойства query у результата запроса мы можем получить SQL-запрос, который выполнялся. Например:

|  |
| --- |
| people = Person.objects.filter(name="Tom").exclude(age=34)  print(people.query) |

Данный код отобразит на консоли SQL-запрос типа следующего:

|  |
| --- |
| SELECT "firstapp\_person"."id", "firstapp\_person"."name", "firstapp\_person"."age"  FROM "firstapp\_person" WHERE ("firstapp\_person"."name" = Tom AND NOT ("firstapp\_person"."age" = 34)) |

## Создание и получение объектов модели

Рассмотрим создание и вывод объектов модели на примере. Возьмем проект из первой темы данной главы.

В файле models.py определена модель Person:

|  |
| --- |
| **from** django.db **import** models   **class** Person(models.Model):  name = models.CharField(max\_length=20)  age = models.IntegerField() |

В файле views.py пропишем два представления для получения данных из бд и для сохранения данных:

|  |
| --- |
| **from** django.shortcuts **import** render **from** django.http **import** HttpResponseRedirect **from** .models **import** Person   *# получение данных из бд* **def** index(request):  people = Person.objects.all()  **return** render(request, **"index.html"**, {**"people"**: people})   *# сохранение данных в бд* **def** create(request):  **if** request.method == **"POST"**:  tom = Person()  tom.name = request.POST.get(**"name"**)  tom.age = request.POST.get(**"age"**)  tom.save()  **return** HttpResponseRedirect(**"/"**) |

В функции index() получаем все данные с помощью метода Person.objects.all() и передаем их в шаблон index.html.

В функции create() получаем данные из запроса типа POST, сохраняем данные с помощью метода save() и выполняем переадресацию на корень веб-сайта (то есть на функцию index).

В папке templates определим шаблон index.html, который будет выводить данные на веб-страницу:

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"**/>  <**title**>Модели в Django</**title**> </**head**> <**body class="container"**> <**form method="POST" action="create/"**>  {% **csrf\_token** %}  <**p**>  <**label**>Введите имя</**label**><**br**>  <**input type="text" name="name"**/>  </**p**>  <**p**>  <**label**>Введите возраст</**label**><**br**>  <**input type="number" name="age"**/>  </**p**>  <**input type="submit" value="Сохранить"**> </**form**> {% **if people**.**count** > 0 %}  <**h2**>Список пользователей</**h2**>  <**table**>  <**tr**>  <**th**>Id</**th**>  <**th**>Имя</**th**>  <**th**>Возраст</**th**>  </**tr**>  {% **for person in people** %}  <**tr**>  <**td**>{{ **person**.**id** }}</**td**>  <**td**>{{ **person**.**name** }}</**td**>  <**td**>{{ **person**.**age** }}</**td**>  </**tr**>  {% **endfor** %}  </**table**> {% **endif** %} </**body**> </**html**> |

В начале шаблона определена форма для добавления данных, которые потом будет получать функция create в POST-запросе. А ниже определена таблица, в которую выводятся данные из переданного из представления набора people.

И также в файле urls.py свяжем маршруты с представлениями:

|  |
| --- |
| **from** django.urls **import** path **from** AppWithdatabases **import** views  urlpatterns = [  path(**''**, views.index),  path(**'create/'**, views.create), ] |

Запустим проект и обратимся к приложению в браузере. Вначале добавим несколько объектов через форму на веб-странице:

И после каждого добавления мы увидим, как на веб-странице в таблице появляются новые данные:

## Редактирование и удаление объектов модели

Рассмотрим пример с редактированием и удалением объектов модели. Для этого продолжим работу с проектом из прошлой темы. Вначале добавим в файл views.py функции, которые будут собственно выполнять редактирование и удаление:

|  |
| --- |
| **from** django.shortcuts **import** render **from** django.http **import** HttpResponseRedirect **from** django.http **import** HttpResponseNotFound **from** .models **import** Person   *# получение данных из бд* **def** index(request):  people = Person.objects.all()  **return** render(request, **"index.html"**, {**"people"**: people})   *# сохранение данных в бд* **def** create(request):  **if** request.method == **"POST"**:  person = Person()  person.name = request.POST.get(**"name"**)  person.age = request.POST.get(**"age"**)  person.save()  **return** HttpResponseRedirect(**"/"**)   *# изменение данных в бд* **def** edit(request, id):  **try**:  person = Person.objects.get(id=id)   **if** request.method == **"POST"**:  person.name = request.POST.get(**"name"**)  person.age = request.POST.get(**"age"**)  person.save()  **return** HttpResponseRedirect(**"/"**)  **else**:  **return** render(request, **"edit.html"**, {**"person"**: person})  **except** Person.DoesNotExist:  **return** HttpResponseNotFound(**"<h2>Person not found</h2>"**)   *# удаление данных из бд* **def** delete(request, id):  **try**:  person = Person.objects.get(id=id)  person.delete()  **return** HttpResponseRedirect(**"/"**)  **except** Person.DoesNotExist:  **return** HttpResponseNotFound(**"<h2>Person not found</h2>"**) |

Первые две функции - create и index остаются те же самые, что и в прошлой теме.

Функция edit выполняет редактирование объекта. Функция в качестве параметра принимает идентификатор объекта в базе данных. И вначале по этому идентификатору мы пытаемся найти объект с помощью метода Person.objects.get(id=id). Поскольку в случае отсутствия объекта мы можем столкнуться с исключением Person.DoesNotExist, то соответственно нам надо обработать подобное исключение, если вдруг будет передан несуществующий идентификатор. И если объект не будет найден, то пользователю возващается ошибка 404 через вызов return HttpResponseNotFound().

Если объект найден, то обработка делится на две ветви. Если запрос POST, то есть если пользователь отправил новые изменненые данные для объекта, то сохраняем эти данные в бд и выполняем переадресацию на корень веб-сайта. Если запрос GET, то отображаем пользователю страницу edit.html с формой для редактирования объекта.

Функция delete аналогичным образом находит объет и выполняет его удаление.

Теперь добавим в папку templates файл edit.html со следующим содержимым:

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"**/>  <**title**>Модели в Django</**title**> </**head**> <**body class="container"**> <**form method="POST"**>  {% **csrf\_token** %}  <**p**>  <**label**>Введите имя</**label**><**br**>  <**input type="text" name="name" value="**{{ **person**.**name** }}**"**/>  </**p**>  <**p**>  <**label**>Введите возраст</**label**><**br**>  <**input type="number" name="age" value="**{{ **person**.**age** }}**"**/>  </**p**>  <**input type="submit" value="Сохранить"**> </**form**> </**body**> </**html**> |

Здесь определена форма для редактирования объекта. По нажатию на кнопку введенные на форму данные будут уходить по тому же адресу в запросе POST.

Чтобы не вводить вручную адреса для редактирования и удаления объектов изменим шаблон index.html, где выводится список объектов, добавив в него необходимые ссылки:

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"**/>  <**title**>Модели в Django</**title**> </**head**> <**body class="container"**> <**form method="POST" action="create/"**>  {% **csrf\_token** %}  <**p**>  <**label**>Введите имя</**label**><**br**>  <**input type="text" name="name"**/>  </**p**>  <**p**>  <**label**>Введите возраст</**label**><**br**>  <**input type="number" name="age"**/>  </**p**>  <**input type="submit" value="Сохранить"**> </**form**> {% **if people**.**count** > 0 %}  <**h2**>Список пользователей</**h2**>  <**table**>  <**thead**>  <**th**>Id</**th**>  <**th**>Имя</**th**>  <**th**>Возраст</**th**>  <**th**></**th**>  </**thead**>  {% **for person in people** %}  <**tr**>  <**td**>{{ **person**.**id** }}</**td**>  <**td**>{{ **person**.**name** }}</**td**>  <**td**>{{ **person**.**age** }}</**td**>  <**td**><**a href="edit/**{{ **person**.**id** }}**"**>Изменить</**a**> | <**a href="delete/**{{ **person**.**id** }}**"**>Удалить</**a**></**td**>  </**tr**>  {% **endfor** %}  </**table**> {% **endif** %} </**body**> </**html**> |

Далее в файле urls.py сопоставим функции edit и delete с маршрутами:

|  |
| --- |
| **from** django.urls **import** path **from** firstapp **import** views  urlpatterns = [  path(**''**, views.index),  path(**'create/'**, views.create),  path(**'edit/<int:id>/'**, views.edit),  path(**'delete/<int:id>/'**, views.delete), ] |

Запустим проект. На главной странице рядом с каждым объектом отобразятся две ссылки:
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Нажав на кнопку редактирования, мы перейдем к форме, где мы сможем изменить значения выбранного объекта:

![](data:image/png;base64,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)

Соответственно нажав на кнопку удаления в таблице объектов, мы удалим выбранный объект.

## Отношение один ко многим (One to Many)

Рассмотрим организацию связи один ко многим, при которой одна главная сущность может быть связаны с несколькими зависимыми сущностями. Например, одна компания может выпускать несколько товаров:

|  |
| --- |
| **from** django.db **import** models   **class** Company(models.Model):  name = models.CharField(max\_length=30)   **class** Product(models.Model):  company = models.ForeignKey(Company, on\_delete=models.CASCADE)  name = models.CharField(max\_length=30)  price = models.IntegerField() |

В данном случае модель Company представляет производителя и является главной моделью, а модель Product представляет товар компании и является зависимой моделью.

Конструктор типа models.ForeignKey настраивает связь с главной сущностью. Первый параметр указывает, с какой моделью будет создаваться связь - в данном случае это модель Company. Второй параметр - on\_delete задает опцию удаления объекта текущей модели при удалении связанного объекта главной модели. Всего для параметра on\_delete мы можем использовать следующие значения:

* models.CASCADE: автоматически удаляет строку из зависимой таблицы, если удаляется связанная строка из главной таблицы
* models.PROTECT: блокирует удаление строки из главной таблицы, если с ней связаны какие-либо строки из зависимой таблицы
* models.SET\_NULL: устанавливает NULL при удалении связанной строка из главной таблицы
* models.SET\_DEFAULT: устанавливает значение по умолчанию для внешнео ключа в зависимой таблице. В этом случае для этого столбца должно быть задано значение по умолчанию
* models.DO\_NOTHING: при удалении связанной строки из главной таблицы не производится никаких действий в зависимой таблице

И в результате миграции в базе данных SQLite будут создаваться следующие таблицы:

|  |
| --- |
| CREATE TABLE `firstapp\_company` (      `id`    integer NOT NULL PRIMARY KEY AUTOINCREMENT,      `name`  varchar(30) NOT NULL  );  CREATE TABLE `firstapp\_product` (      `id`    integer NOT NULL PRIMARY KEY AUTOINCREMENT,      `name`  varchar(30) NOT NULL,      `price` integer NOT NULL,      `company\_id`    integer NOT NULL,      FOREIGN KEY(`company\_id`) REFERENCES `firstapp\_company`(`id`) DEFERRABLE INITIALLY DEFERRED  ); |

Чтобы показать в браузере изменим следующих файлов проекта:

views.py

|  |
| --- |
| **from** django.shortcuts **import** render **from** django.http **import** HttpResponseRedirect **from** django.http **import** HttpResponseNotFound **from** .models **import** Company   *# получение данных из бд* **def** index(request):  companies = Company.objects.all()  **return** render(request, **"index.html"**, context={**"companies"**: companies}) |

urls.py

|  |
| --- |
| **from** django.urls **import** path **from** AppWithdatabases **import** views  urlpatterns = [  path(**''**, views.index), ] |

Index.php

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"** />  <**title**>Hello Django</**title**> </**head**> <**body**>  <**ul**>  {% **for lan in companies** %}  <**li**>{{ **lan**.**name** }}</**li**>  {% **empty** %}  <**li**>Langs array is empty</**li**>  {% **endfor** %}  </**ul**> </**body**> </**html**> |

**Filter**

1. **Start width**

companies = Company.objects.filter(name\_\_startswith=**'Y'**)

1. Order by

companies = Company.objects.order\_by(**'name'**)

1. **Больше чем**

companies = Company.objects.filter(id\_\_gt=3)

1. **больше или равно** (>=)

companies = Company.objects.filter(id\_\_gte=3)

1. Меньше чем

companies = Company.objects.filter(id\_\_lt=3)

1. **Меньше или равно** (<=)

companies = Company.objects.filter(id\_\_lte=3)

1. Содержит

companies = Company.objects.filter(name\_\_contains=**'nd'**)

1. In

companies = Company.objects.filter(id\_\_in=[1,3,5])

В Django мы можем использовать объект Q() для реализации сложных SQL-запросов. Мы можем использовать объект Q() для представления оператора SQL, который можно использовать для некоторых операций с базой данных.

Этот оператор позволяет определять и повторно использовать условия, а также позволяет комбинировать их с такими операторами, как « ИЛИ » и « И ».

Объект Q() ( django.db.models.Q ) является контейнером для набора параметров ключевого слова. Эти параметры ключевых слов задаются так же, как «Поиски полей». Итак, давайте разберемся с его использованием на примере.

Теперь для демонстрации примера мы будем использовать ту же модель Company , что и в предыдущем разделе. И попробуем выбрать все объекты из модели Company, название которых начинается на «**Y**».

|  |
| --- |
| **from** django.shortcuts **import** render **from** django.http **import** HttpResponseRedirect **from** django.http **import** HttpResponseNotFound **from** .models **import** Company **from** django.db.models **import** Q  *# получение данных из бд* **def** index(request):  companies = Company.objects.filter(Q(name\_\_startswith=**"Y"**))  **return** render(request, **"index.html"**, context={**"companies"**: companies}) |

В приведенном выше примере сначала мы импортировали модель Company , а затем импортировали объект Q() из django.db.models . После этого мы создали QuerySet с методом фильтра, и в этом методе мы использовали объект Q() .

В Django мы не можем напрямую использовать оператор OR для фильтрации QuerySet. Для этой реализации мы должны использовать объект Q() . Используя объект Q() в методе фильтра, мы сможем использовать оператор ИЛИ между объектами Q() .

Давайте разберемся с реализацией на примере. В этом примере мы будем использовать модель Company. И попробуем выбрать из модели сотрудника все объекты, имя которых либо начинается на «Y», либо на «G».

|  |
| --- |
| **from** django.shortcuts **import** render **from** django.http **import** HttpResponseRedirect **from** django.http **import** HttpResponseNotFound **from** .models **import** Company **from** django.db.models **import** Q  *# получение данных из бд* **def** index(request):  companies = Company.objects.filter(Q(name\_\_startswith=**"Y"**) |Q(name\_\_startswith=**"G"**))  **return** render(request, **"index.html"**, context={**"companies"**: companies}) |

В примере мы используем метод filter в QuerySet. И в методе фильтра мы используем 2 объекта Q() с операторами поиска полей. И между этими операторами Q() мы определили оператор ИЛИ ( | )

В SQL мы используем ключевое слово DISTINCT в операторе SELECT для выбора уникальных записей. Обычно мы используем оператор SELECT DISTINCT , чтобы удалить все повторяющиеся записи из результата запроса.

Точно так же мы используем метод Different() в Django для удаления повторяющихся записей из QuerySet.

Примечание. Метод Different() с аргументом не поддерживается базой данных SQLite по умолчанию. Итак, в примере мы показали один из способов использования отдельного метода в базе данных SQLite.

|  |
| --- |
| **from** django.shortcuts **import** render **from** django.http **import** HttpResponseRedirect **from** django.http **import** HttpResponseNotFound **from** .models **import** Company **from** django.db.models **import** Q  *# получение данных из бд* **def** index(request):  companies = Company.objects.values(**'name'**).distinct()  **return** render(request, **"index.html"**, context={**"companies"**: companies}) |

**Операции с моделями**

Из определения таблиц мы видим, что Product связана с таблицей Company через столбец "company\_id". Однако в самом определении модели Product есть поле company, через которое можно получить связанную сущность:

|  |
| --- |
| *# получение id связанной с товаром компании* Product.objects.get(id=1).company.id  *# получение названия связанной с товаром компании* Product.objects.get(id=1).company.name  *# получение товаров, которые принадлежат к компании "Apple"* Product.objects.filter(company\_\_name=**"Apple"**) |

С помощью выражения модель\_\_свойство (два подчеркивания) можно использовать свойство главной модели для фильтрации по объектам зависимой модели.

Хотя с точки зрения модели Company она не имеет никаких свойств, которые бы связывали бы ее с моделью Product. Но с помощью синтаксиса "главная\_модель"."зависимая\_модель"\_set можно изменить направление связи.

|  |
| --- |
| **from** .models **import** Company, Product  apple = Company.objects.get(name=**"Apple"**)  *# получение всех товаров* apple.product\_set.all()  *# получение количества товаров* apple.product\_set.count()  *# получение товаров, название которых начинается на "iPhone"* apple.product\_set.filter(name\_\_startwith=**"iPhone"**) |

Причем с помощью выражения \_set можно выполнять операции добавления, изменения, удаления объектов зависимой модели из главной модели.

|  |
| --- |
| *# создаем объект Company* apple = Company.objects.create(name=**"Apple"**)  *# создание товара определенной компании* apple.product\_set.create(name=**"iPhone 8"**, price=67890)  *# отдельное создание объекта с последующим добавлением* ipad = Product(name=**"iPad"**, price=34560) *# при добавлении необходимо указать параметр bulk =False* apple.product\_set.add(ipad, bulk=**False**)  *# исключает из компании все товары,  # при этом товары остаются в бд, просто им не назначена компания # работает, если в зависимой модели ForeignKey(Company, null = True) # apple.product\_set.clear()  # то же самое, только в отношении одного объекта # ipad = Product.objects.get(name="iPad") # apple.product\_set.remove(ipad)* |

Стоит отметить три метода:

* add(): добавляет связь между объектом зависимой модели и объектом главной модели. В своей сути этот метод фактически вызывает для модели метод update() для добавления связи. Однако это требует, чтобы обе модели уже были в базе данных. И чтобы обойти это ограничение, применяется параметр bulk=False, для того, чтобы объект зависимой модели сразу был добавлен и для него была установлена связь.
* clear(): удаляет связь между всеми объектами зависимой модели и объектом главной модели. При этом сами объекты зависимой модели остаются в базе данных, и для их внешнего ключа устанавливается значение NULL. Поэтому данный метод будет работать, если в самой зависимой модели при установки связи использовался параметр null=True: ForeignKey(Company, null = True).
* remove(): также, как и clear() удаляет связь, только между одним объектом зависимой модели и объектом главной модели. При этом также все объекты остаются в бд. И также в самой зависимой модели при установки связи должен использоваться параметр null=True

## Отношение многие ко многим (Many to Many)

Связь многие ко многим описывает ситуацию, когда объект первой модели может одновременно ассоциироваться с несколькими объектами второй модели. И наоборот, один объект второй модели может также одновременно быть ассоциирован с несколькими объектами первой модели. Например, один студент может посещать несколько курсов, а один курс могут посещать несколько студентов.

Для создания отношения многие ко многим применяется тип ManyToManyField.

|  |
| --- |
| from django.db import models    class Course(models.Model):      name = models.CharField(max\_length=30)    class Student(models.Model):      name = models.CharField(max\_length=30)      courses = models.ManyToManyField(Course) |

В конструктор models.ManyToManyField передается сущность, с которой устанавливается отношение многие ко многим. В результате будет создаваться промежуточная таблица, через которую собственно и будет осуществляться связь.

В результате миграции в базе данных SQLite будут создаваться следующие таблицы:

|  |
| --- |
| CREATE TABLE `firstapp\_course` (      `id`    integer NOT NULL PRIMARY KEY AUTOINCREMENT,      `name`  varchar(30) NOT NULL  );  CREATE TABLE `firstapp\_student` (      `id`    integer NOT NULL PRIMARY KEY AUTOINCREMENT,      `name`  varchar(30) NOT NULL  );  CREATE TABLE `firstapp\_student\_courses` (      `id`    integer NOT NULL PRIMARY KEY AUTOINCREMENT,      `student\_id`    integer NOT NULL,      `course\_id` integer NOT NULL,      FOREIGN KEY(`student\_id`) REFERENCES `firstapp\_student`(`id`) DEFERRABLE INITIALLY DEFERRED,      FOREIGN KEY(`course\_id`) REFERENCES `firstapp\_course`(`id`) DEFERRABLE INITIALLY DEFERRED  ); |

В данном случае "firstapp\_student\_courses" выступает в качестве связующей таблицы. Она называется по шаблону имя\_таблицы + имя\_связующего\_поля\_из\_таблицы.

**Операции с моделями**

Через свойство courses в модели Student мы можем получать связанные со студентом курсы и управлять ими.

|  |
| --- |
| # создадим студента  tom = Student.objects.create(name="Tom")    # создадим один курс и добавим его в список курсов Тома  tom.courses.create(name="Algebra")    # получим все курсы студента  courses = Student.objects.get(name="Tom").courses.all()    # получаем всех студентов, которые посещают курс Алгебра  studes = Student.objects.filter(courses\_\_name="Algebra") |

Стоит отметить последний случай, где производится фильтрация студентов по посещаемому курсу. Для передачи в метод filter названия курса используется параметр, название которого начинается с названия свойства, через которое идет связь со второй моделью. И далее через два знака подчеркивания указывается имя свойства второй модели, например, courses\_\_name или courses\_\_id.

Однако в данном случае мы можем получить информацию о курсах студента через свойство courses, которое определено в модели Student. Однако что если мы хотим получить информацию о студентах по определенному курсу? В этом случае нам надо использовать синтаксис \_set.

|  |
| --- |
| # создадим курс  python = Course.objects.create(name="Python")    # создаем студента и добавляем его на курс  python.student\_set.create(name="Bob")    # отдельно создаем студента и добавляем его на курс  sam = Student(name="Sam")  sam.save()  python.student\_set.add(sam)    # получим всех студентов курса  students = python.student\_set.all()    # получим количество студентов по курсу  number = python.student\_set.count()    # удялем с курса одного студента  python.student\_set.remove(sam)    # удаляем всех студентов с курса  python.student\_set.clear() |

Стоит учитывать, что не всегда такая организация связи Многие ко Многим может подойти. Например, в данном случае создается промежуточная таблица, которая хранит id студента и id курса. Если нам надо в промежуточной таблице харнить еще какие-либо данные, например, дату зачисления студента на курс, его оценку и т.д., то такая конфигурация не подойдет. И в этом случае будет более оптимально создать промежуточную сущность вручную, которая связана отношением один ко многим с обеими моделями.

## Отношение один к одному (One to one)

Отношение один к одному предполагает, что одна строка из одной таблицы может быть связана только с одной сущностью из другой таблицы. Например, пользователь может иметь какие-либо данные, которые описывают его учетные данные. Всю базовую информацию о пользователе, типа имени, возраста, можно выделить в одну модель, а учетные данные - логин, пароль, время последнего входа в систему, количество неудачных входов и т.д. - в другую модель:

|  |
| --- |
| from django.db import models    class User(models.Model):      name = models.CharField(max\_length=20)    class Account(models.Model):      login = models.CharField(max\_length=20)      password = models.CharField(max\_length=20)      user = models.OneToOneField(User, on\_delete = models.CASCADE, primary\_key = True) |

Для создания этого отношения один к одному применяется конструктор типа models.OneToOneField(). Его первый параметр указывает, с какой моделью будет ассоциирована данная сущность (в данном случае ассоциация с моделью User). Второй параметр on\_delete = models.CASCADE говорит, что данные текущей модели (UserAccount) будут удаляться в случае удаления связанного объекта главной модели (User). Третий параметр primary\_key = True указывает, что внешний ключ (через который идет связь с главной моделью) в то же время будет выступать и в качестве первичного ключа. И соответственно создавать отдельное поле для первичного ключа не надо.

В результате миграции в базе данных SQLite будут создаваться следующие таблицы:

|  |
| --- |
| CREATE TABLE `firstapp\_user` (      `id`    integer NOT NULL PRIMARY KEY AUTOINCREMENT,      `name`  varchar(20) NOT NULL  );  CREATE TABLE `firstapp\_account` (      `login` varchar(20) NOT NULL,      `password`  varchar(20) NOT NULL,      `user\_id`   integer NOT NULL,      PRIMARY KEY(`user\_id`),      FOREIGN KEY(`user\_id`) REFERENCES `firstapp\_user`(`id`) DEFERRABLE INITIALLY DEFERRED  ); |

**Операции с моделями**

С помощью свойства users в модели Account мы можем манипулировать связанным объектом модели User:

|  |
| --- |
| # создадим пользователя  sam = User.objects.create(name="Sam")    # создадим аккаунт пользователя Sam  acc = Account.objects.create(login = "1234", password="6565", user=sam)    # изменяем имя пользователя  acc.user.name = "Bob"  # сохраняем изменения в бд  acc.user.save() |

Однако через модель User мы также можем оказывать влияние на связанный объект Account. Несмотря на то, что явным образом в модели User определено только одно свойство - name, при связи один к одному неявно создается еще одно свойство, которое называется по имени зависимой модели и которое указывает на связанный объект этой модели. То есть в данном случае это свойство будет называться "account":

|  |
| --- |
| # создадим пользователя  tom = User.objects.create(name="Tom")    # создадим аккаунт пользователя  acc = Account(login = "1234", password="6565")  tom.account = acc  tom.account.save()    # обновляем данные  tom.account.login = "qwerty"  tom.account.password = "123456"  tom.account.save() |